Quiz 4

Question 1

For this quiz we will be using several R packages. R package versions change over time, the right answers have been checked using the following versions of the packages.

* AppliedPredictiveModeling: v1.1.6
* caret: v6.0.47
* ElemStatLearn: v2012.04-0
* pgmm: v1.1
* rpart: v4.1.8
* gbm: v2.1
* lubridate: v1.3.3
* forecast: v5.6
* e1071: v1.6.4

If you aren’t using these versions of the packages, your answers may not exactly match the right answer, but hopefully should be close.

Load the vowel.train and vowel.test data sets:

**library**(ElemStatLearn)

data(vowel.train)

data(vowel.test)

Set the variable y to be a factor variable in both the training and test set. Then set the seed to 33833. Fit (1) a random forest predictor relating the factor variable y to the remaining variables and (2) a boosted predictor using the “gbm” method. Fit these both with the train() command in the caret package.

What are the accuracies for the two approaches on the test data set? What is the accuracy among the test set samples where the two methods agree?

Answer

vowel.train$y <- as.factor(vowel.train$y)

vowel.test$y <- as.factor(vowel.test$y)

set.seed(33833)

modRF <- train(y ~ ., data=vowel.train, method="rf") *#, trControl=trainControl("cv"), number=3)*

modBoost <- train(y ~ ., data=vowel.train, method="gbm", verbose=FALSE)

predRF <- predict(modRF, vowel.test)

predBoost <- predict(modBoost, vowel.test)

agreedIndex <- predRF == predBoost

cfmRf <- confusionMatrix(vowel.test$y, predRF)

cfmBoost <- confusionMatrix(vowel.test$y, predBoost)

cfmAgreed <- confusionMatrix(vowel.test$y[agreedIndex], predRF[agreedIndex])

cfmRf$overall["Accuracy"]

## Accuracy

## 0.6147186

cfmBoost$overall["Accuracy"]

## Accuracy

## 0.5367965

cfmAgreed$overall["Accuracy"]

## Accuracy

## 0.6656051

Question 2

Load the Alzheimer’s data using the following commands

**library**(gbm)

set.seed(3433)

**library**(AppliedPredictiveModeling)

data(AlzheimerDisease)

adData = data.frame(diagnosis,predictors)

inTrain = createDataPartition(adData$diagnosis, p = 3/4)[[1]]

training = adData[ inTrain,]

testing = adData[-inTrain,]

Set the seed to 62433 and predict diagnosis with all the other variables using a random forest (“rf”), boosted trees (“gbm”) and linear discriminant analysis (“lda”) model. Stack the predictions together using random forests (“rf”). What is the resulting accuracy on the test set? Is it better or worse than each of the individual predictions?

Answer

set.seed(62433)

modRF2 <- train(diagnosis ~ ., data=training, method="rf") *#, trControl=trainControl("cv"), number=3)*

modBoost2 <- train(diagnosis ~ ., data=training, method="gbm", verbose=FALSE)

modLDA2 <- train(diagnosis ~ ., data=training, method="lda", verbose=FALSE)

predRF2 <- predict(modRF2, testing)

predBoost2 <- predict(modBoost2, testing)

predLDA2 <- predict(modLDA2, testing)

dataCombined <- data.frame(predRF2, predBoost2, predLDA2, diagnosis=testing$diagnosis)

modCombined <- train(diagnosis ~ ., data=dataCombined, method="rf", verbose=FALSE)

## note: only 2 unique complexity parameters in default grid. Truncating the grid to 2 .

predCombined <- predict(modCombined, dataCombined)

cfmRF2 <- confusionMatrix(testing$diagnosis, predRF2)

cfmBoost2 <- confusionMatrix(testing$diagnosis, predBoost2)

cfmLDA2 <- confusionMatrix(testing$diagnosis, predLDA2)

cfmCombined <- confusionMatrix(testing$diagnosis, predCombined)

cfmRF2$overall["Accuracy"]

## Accuracy

## 0.7682927

cfmBoost2$overall["Accuracy"]

## Accuracy

## 0.7926829

cfmLDA2$overall["Accuracy"]

## Accuracy

## 0.7682927

cfmCombined$overall["Accuracy"]

## Accuracy

## 0.804878

|  |
| --- |
| ## Question 3 |
| Load the concrete data with the commands: |
| r set.seed(3523) library(AppliedPredictiveModeling) data(concrete) inTrain = createDataPartition(concrete$CompressiveStrength, p = 3/4)[[1]] training = concrete[ inTrain,] testing = concrete[-inTrain,] |
| Set the seed to 233 and fit a lasso model to predict Compressive Strength. Which variable is the last coefficient to be set to zero as the penalty increases? (Hint: it may be useful to look up ?plot.enet). |
| ### Answer |
| r set.seed(233) modLasso <- train(CompressiveStrength ~ ., data=training, method="lasso") plot.enet(modLasso$finalModel, xvar="penalty", use.color=TRUE) |
| C:\Users\Dipak\AppData\Local\Microsoft\Windows\INetCache\Content.MSO\E90FB4DC.tmp |

Question 4

Load the data on the number of visitors to the instructors blog from here:

<https://d396qusza40orc.cloudfront.net/predmachlearn/gaData.csv>

**library**(lubridate) *# For year() function below*

dat = read.csv("gaData.csv")

training = dat[year(dat$date) < 2012,]

testing = dat[(year(dat$date)) > 2011,]

tstrain = ts(training$visitsTumblr)

Fit a model using the bats() function in the forecast package to the training time series. Then forecast this model for the remaining time points. For how many of the testing points is the true value within the 95% prediction interval bounds?

Answer

modBats <- bats(tstrain)

forecastObj <- forecast(modBats, level=95, h=nrow(testing))

betweenVal <- sum(testing$visitsTumblr > forecastObj$lower & testing$visitsTumblr < forecastObj$upper)

betweenVal / nrow(testing) \* 100

## [1] 96.17021

Question 5

Load the concrete data with the commands:

set.seed(3523)

**library**(AppliedPredictiveModeling)

data(concrete)

inTrain = createDataPartition(concrete$CompressiveStrength, p = 3/4)[[1]]

training = concrete[ inTrain,]

testing = concrete[-inTrain,]

Set the seed to 325 and 􀃒t a support vector machine using the e1071 package to predict Compressive Strength using the default settings. Predict on the testing set. What is the RMSE?

Answer

set.seed(325)

modSvm <- svm(CompressiveStrength ~ ., data = training)

predSvm <- predict(modSvm, testing)

accSvm <- accuracy(predSvm, testing$CompressiveStrength)

data.frame(accSvm)["RMSE"]

## RMSE

## Test set 6.715009
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**Regularised Regression**

The basic idea is to fit a regression model (LM or GLM) then penalise or shrink the large coefficients corresponding with of the predictor values. We do this as it might help with the bias-variance tradeoff.

As an example, take:

Y=β0+β1X1+β2X2+ϵY=β0+β1X1+β2X2+ϵ

where X1X1 and X2X2 are nearly perfectly correlated (co-linear). You can approximate this model with:

Y=β0+(β1+β2)X1+ϵY=β0+(β1+β2)X1+ϵ

The result is:

* A good estimate of YY.
* The estimate of YY will be biased.
* We may reduce the variance in the estimate.

**Model Selection Approach**

* Divide data into train/test/validation.
* Treat validation as test data.
* Train all competing models on the train data.
* Pick the best one on validation.
* To appropriately assess performance on new data apply to test set.

Common problems:

* You may have limited data
* There may be computational complexity

**Decomposing Prediction Error**

Assume Yi=f(Xi)+ϵiYi=f(Xi)+ϵi, then the expected prediction error is the differentce between the outcome and the prediction of the outcome squared:

EPE(λ)=E[{Y−f^λ(X)}2]EPE(λ)=E[{Y−f^λ(X)}2]

Suppose f^λf^λ is the estimate from the training data and we look at a new data point X=x∗X=x∗. The difference between the outcome and the new data point can be decompsed into:

* Irreducible error σ2σ2
* The bias, which is the difference between our expected prediction and the truth, and
* The varaince of the estimate

E[{Y−f^λ(x∗)}2]=σ2+{E[f^λ(x∗)]−f(x∗)}2+var[f^λ(x0)]E[{Y−f^λ(x∗)}2]=σ2+{E[f^λ(x∗)]−f(x∗)}2+var[f^λ(x0)]

The goal is to reduce this overall quantity. You can’t reduce the irreducible erorr, but you can trade-off the bias and variance.

**High Dimensional Data**

Another issue is with high-dimensional data. If you’ve got more variables than there are observations, there is no single matrix that represents them:

library(ElemStatLearn)

prostate %>%

slice(1:5) %>%

lm(lpsa ~ ., data = .) %>%

summary()

##

## Call:

## lm(formula = lpsa ~ ., data = .)

##

## Residuals:

## ALL 5 residuals are 0: no residual degrees of freedom!

##

## Coefficients: (5 not defined because of singularities)

## Estimate Std. Error t value Pr(>|t|)

## (Intercept) 9.60615 NA NA NA

## lcavol 0.13901 NA NA NA

## lweight -0.79142 NA NA NA

## age 0.09516 NA NA NA

## lbph NA NA NA NA

## svi NA NA NA NA

## lcp NA NA NA NA

## gleason -2.08710 NA NA NA

## pgg45 NA NA NA NA

## trainTRUE NA NA NA NA

##

## Residual standard error: NaN on 0 degrees of freedom

## Multiple R-squared: 1, Adjusted R-squared: NaN

## F-statistic: NaN on 4 and 0 DF, p-value: NA

You see on the right that some of the variables are NA.

**Hard Thresholding**

One way to try and resolve this is to use **hard thresholding**:

* Model Y=f(X)+ϵY=f(X)+ϵ
* ASsume that it has a linear form f^λ(x)=x′βf^λ(x)=x′β
* Constrain λλ coefficients to be nonzero.
* Selection problem is after chosing λλ, figure out which p−λp−λ coefficients to make nonzero

**Regularised Regression**

This is another option. If the βjβjs are unconstrained, i.e we don’t claim that they have any particular form, the may explode if you have highly correlated variables, and they can be susceptible to high variance.

To control we might regularise/shrink the coefficients with a penalised residual sum of squares:

PRSS(β)=∑j=1n(Yj−∑i=1mβ1iXij)2+P(λ;β)PRSS(β)=∑j=1n(Yj−∑i=1mβ1iXij)2+P(λ;β)

The first part above is the minimisation of the outcome and the linear model fit squared, which is the standard RSS.

The second term is a penalty term which says if the penality term is too big it will shrink them back down.

**Ridge Regression**

Solve:

∑i=1N(yi−β0+∑j=1pxijβj)2+λ∑j=1pβ2j∑i=1N(yi−β0+∑j=1pxijβj)2+λ∑j=1pβj2

which is equivalanet to minimising the standard RSS subject to ∑pj=1β2j≤s∑j=1pβj2≤s where ss is inversey proportonal to λλ

Inclusion of the λλ may make the problem *non-singular* even if XTXXTX is not invertible.

* The tuning parameter λλ controls the size of the coefficients.
* As λ→0λ→0 we obtain the least sqaure solution.
* As λ→∞λ→∞ we have β^ridgeλ=∞=0β^λ=∞ridge=0
  + i.e. all of the coefficients go to zero.

**Lasso**

∑i=1N(yi−β0+∑j=1pxijβj)2+λ∑j=1p|βj|∑i=1N(yi−β0+∑j=1pxijβj)2+λ∑j=1p|βj|

The lasso shrinks coefficients but also sets some to zero, rather than the ridge regression which makes the coefficients approach zero. Thus it performs model selection.

**Combining Predictors**

* Combine classifiers by averaging/voting.
  + Combine boosting with a random forest.
* Combining classifiers improves accuracy, however it can reduce interpretability.
* Boosting, bagging and random forests are variants on this theme.

**Intuition**

If we have 5 completely independent classifiers, and if the accuracy is 70% for each, then

10×(0.7)3(0.3)2+5×(0.7)4(0.3)2+(0.7)510×(0.7)3(0.3)2+5×(0.7)4(0.3)2+(0.7)5

which is 83.7 majority vote accuracy.

**Example**

* Bagging, boosting and random forests
  + Usually combining similar classifiers
* Combining different classifiers
  + Model stacking
  + Model ensembling

library(ISLR)

library(modelr)

##

## Attaching package: 'modelr'

## The following object is masked from 'package:broom':

##

## bootstrap

library(caret)

## Loading required package: lattice

##

## Attaching package: 'caret'

## The following object is masked from 'package:purrr':

##

## lift

Wage %>%

select(-logwage) %>%

resample\_partition(c(train = .5, test = .2, validation = .3)) ->

wage\_smpl

*# Build two different models*

wage\_smpl$train %>%

as\_tibble() %>%

train(wage ~ ., method = 'glm', data = .) ->

wage\_glm

wage\_smpl$train %>%

as\_tibble() %>%

train(

wage ~ ., method = 'rf', data = .,

trControl = trainControl(method = 'cv'), number = 3

) ->

wage\_rf

wage\_smpl$test %>%

as\_tibble() %>%

mutate(

glm\_pred = predict(wage\_glm, newdata = .),

rf\_pred = predict(wage\_rf, newdata = .)

) -> test\_predictions

## Warning in model.matrix.default(Terms, m, contrasts = object$contrasts):

## partial argument match of 'contrasts' to 'contrasts.arg'

## Warning in predict.lm(object, newdata, se.fit, scale = 1, type = if (type

## == : prediction from a rank-deficient fit may be misleading

## Warning in model.matrix.default(Terms, m, contrasts = object$contrasts):

## partial argument match of 'contrasts' to 'contrasts.arg'

test\_predictions %>%

ggplot() +

geom\_point(aes(glm\_pred, rf\_pred, colour = wage)) +

labs(

title = 'GLM versus Random Forest - Training Predictions',

x = 'GLM Training Prediction',

y = 'Random Forest Training Prediction'

)
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Predictions are close but don’t line up completely. We then create a data frame consisting of the predictions from the two models as well as the repsonse variable from the **test set**:

test\_predictions %>%

select(glm\_pred, rf\_pred, wage) %>%

train(wage ~ ., data = ., method = 'gam') ->

combo\_model

## Loading required package: mgcv

## Loading required package: nlme

##

## Attaching package: 'nlme'

## The following object is masked from 'package:dplyr':

##

## collapse

## This is mgcv 1.8-28. For overview type 'help("mgcv-package")'.

*# Looking at the RMSE of the testing set with the GLM and the RF*

test\_predictions %>%

mutate(combo\_pred = predict(combo\_model)) %>%

summarise(

GLM\_RMSE = sqrt(sum((wage - glm\_pred)^2)),

RF\_RMSE = sqrt(sum((wage - rf\_pred)^2)),

COMBO\_RMSE = sqrt(sum((wage - combo\_pred)^2))

) %>%

gather('model', 'rmse')

## # A tibble: 3 x 2

## model rmse

## <chr> <dbl>

## 1 GLM\_RMSE 885.

## 2 RF\_RMSE 904.

## 3 COMBO\_RMSE 858.

Now we need to validate, as we’ve used the test set to blend the two models together:

wage\_smpl$validation %>%

as\_tibble() %>%

mutate(

glm\_pred = predict(wage\_glm, newdata = .),

rf\_pred = predict(wage\_rf, newdata = .)

) %>%

mutate(

combo\_pred = predict(combo\_model, newdata = .)

) %>%

summarise(

GLM\_RMSE = sqrt(sum((wage - glm\_pred)^2)),

RF\_RMSE = sqrt(sum((wage - rf\_pred)^2)),

COMBO\_RMSE = sqrt(sum((wage - combo\_pred)^2))

) %>%

gather('model', 'rmse')

## Warning in model.matrix.default(Terms, m, contrasts = object$contrasts):

## partial argument match of 'contrasts' to 'contrasts.arg'

## Warning in predict.lm(object, newdata, se.fit, scale = 1, type = if (type

## == : prediction from a rank-deficient fit may be misleading

## Warning in model.matrix.default(Terms, m, contrasts = object$contrasts):

## partial argument match of 'contrasts' to 'contrasts.arg'

## Warning in model.matrix.default(Terms, m, contrasts = object$contrasts):

## partial argument match of 'contrasts' to 'contrasts.arg'

## Warning in model.matrix.default(Terms[[i]], mf, contrasts =

## object$contrasts): partial argument match of 'contrasts' to 'contrasts.arg'

## # A tibble: 3 x 2

## model rmse

## <chr> <dbl>

## 1 GLM\_RMSE 1072.

## 2 RF\_RMSE 1107.

## 3 COMBO\_RMSE 1072.

We see the blended model also has a lower RMSE on the validation as well.

**Notes**

* Even simple blending can be useful.
* Typical model for binary/multiclass data:
  + Build an odd number of models
  + Predict with each model
  + Predict the class by the majority vote
* This can get dramatically more complicated.

One important note is that computational complexity can go through the roof.

**Forecasting**

This a very specific type of prediction problem, generally applied to time series data.

**What is different?**

* Data are dependent over time.
* Specific pattern types:
  + Trends: long term increase or decrease
  + Seasonal patterns: patterns related to time of week, month, year, etc.
  + Cycles: patterns that rise and fall periodically.
* Subsampling into training/test is more complicated
  + You can’t just randomly assign observations into training/test
  + Have to take into account the time
* Similar issues arise in spatial data
  + Dependency between nearby observations
  + Location specific effects
* Typically goal is to predict one or more observations into the future.
* All standard predictions can be used - **with caution**.

Need to beware of spurious correlations.

**Example**

Using the quantmod package:

library(ggfortify)

library(quantmod)

## Loading required package: xts

## Loading required package: zoo

##

## Attaching package: 'zoo'

## The following objects are masked from 'package:base':

##

## as.Date, as.Date.numeric

## Registered S3 method overwritten by 'xts':

## method from

## as.zoo.xts zoo

##

## Attaching package: 'xts'

## The following objects are masked from 'package:dplyr':

##

## first, last

## Loading required package: TTR

## Registered S3 method overwritten by 'quantmod':

## method from

## as.zoo.data.frame zoo

## Version 0.4-0 included new data defaults. See ?getSymbols.

*# Loads into the global environment as the symbol*

getSymbols('GOOG', src = "yahoo", from = Sys.Date() - 365 \* 2, to = Sys.Date())

## 'getSymbols' currently uses auto.assign=TRUE by default, but will

## use auto.assign=FALSE in 0.5-0. You will still be able to use

## 'loadSymbols' to automatically load data. getOption("getSymbols.env")

## and getOption("getSymbols.auto.assign") will still be checked for

## alternate defaults.

##

## This message is shown once per session and may be disabled by setting

## options("getSymbols.warning4.0"=FALSE). See ?getSymbols for details.

## [1] "GOOG"

GOOG %>%

Op() %>%

ts(frequency = 21) ->

time\_series

time\_series %>% autoplot()
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**Time Series Decomposition**

* **Trend**: consistently increasing pattern over time.
* **Seasonal**: when there is a pattern over a fixed period of time that recurs.
* **Cyclic**: when data rises and falls over non-fixed periods.

Can use the decompose() function in R:

time\_series %>%

decompose() %>%

autoplot()

## Warning: attributes are not identical across measure variables;

## they will be dropped

## Warning: Removed 40 rows containing missing values (geom\_path).
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**Training and Test Sets**

We build the training set for a particular window of time, then the test set is the next consecutive sets of points after that.

time\_series %>%

window(start = 1, end = 5) ->

ts\_train

time\_series %>%

window(start = 5, end = (7 - 0.01)) ->

ts\_test

**Simple Moving Average**

Yt=12×k+1∑j=−kkyt+jYt=12×k+1∑j=−kkyt+j

library(forecast)

## Registered S3 methods overwritten by 'forecast':

## method from

## autoplot.Arima ggfortify

## autoplot.acf ggfortify

## autoplot.ar ggfortify

## autoplot.bats ggfortify

## autoplot.decomposed.ts ggfortify

## autoplot.ets ggfortify

## autoplot.forecast ggfortify

## autoplot.stl ggfortify

## autoplot.ts ggfortify

## fitted.ar ggfortify

## fortify.ts ggfortify

## residuals.ar ggfortify

##

## Attaching package: 'forecast'

## The following object is masked from 'package:nlme':

##

## getResponse

ts\_train %>%

ma(order = 3) %>%

autoplot()
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**Exponential Smoothing**

Weight nearby time points more heavily than time points that are farther away.

ts\_train %>%

ets(model = 'MMM') %>%

forecast() ->

ts\_train\_forecast

ts\_train\_forecast %>% autoplot()
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ts\_train\_forecast %>% accuracy(ts\_test)

## ME RMSE MAE MPE MAPE MASE

## Training set 1.394682 15.84927 12.52706 0.1129408 1.158254 0.2961316

## Test set 41.819808 60.00343 49.44493 3.3678686 4.018683 1.1688463

## ACF1 Theil's U

## Training set 0.0030011 NA

## Test set 0.8162444 3.082

Best resource: [Forecasting: Principles and Practice](https://otexts.com/fpp2/)

**Unsupervised Prediction**

Sometimes you don’t know the labels for prediction.

To build a predictor:

* Create clusters
* Name clusters
* Build predictors for those clusters

Then in the new data set:

* Predict clusters

This adds several layers of complexity: creating the clusters is not perfectly noiseless, and coming up with the right names (interpretation) is challenging.

**Example**

library(modelr)

library(magrittr)

##

## Attaching package: 'magrittr'

## The following object is masked from 'package:purrr':

##

## set\_names

## The following object is masked from 'package:tidyr':

##

## extract

library(caret)

set.seed(1)

iris %>%

resample\_partition(c(train = .75, test = .25)) ->

iris\_smpl

iris\_smpl$train %>%

as\_tibble() %>%

select(-Species) %>%

kmeans(centers = 3) %>%

magrittr::extract2('cluster') %>%

factor() ->

iris\_train\_cluster

iris\_smpl$train %>%

as\_tibble() %>%

mutate(species\_pred = iris\_train\_cluster) %>%

ggplot() +

geom\_point(aes(Petal.Width, Petal.Length, colour = species\_pred))

![C:\Users\Dipak\AppData\Local\Microsoft\Windows\INetCache\Content.MSO\4023A840.tmp](data:image/png;base64,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)

labs(

title = 'Species K-Means',

x = 'Petal Width',

y = 'Petal Height',

colour = 'Species K-Means Prediction'

)

## $x

## [1] "Petal Width"

##

## $y

## [1] "Petal Height"

##

## $colour

## [1] "Species K-Means Prediction"

##

## $title

## [1] "Species K-Means"

##

## attr(,"class")

## [1] "labels"

We can then build a predictor based on these clusters

iris\_smpl$train %>%

as\_tibble() %>%

select(-Species) %>%

mutate(species\_pred = iris\_train\_cluster) %>%

train(species\_pred ~ ., method = 'rpart', data = .) ->

iris\_rpart

iris\_smpl$train %>%

as\_tibble() %>%

mutate(pred = predict.train(iris\_rpart)) %>%

{ table( .[['Species']], .[['pred']] ) }

##

## 1 2 3

## setosa 0 39 0

## versicolor 0 0 33

## virginica 29 0 11

We then apply on the test dataset:

iris\_smpl$test %>%

as\_tibble() %>%

mutate(pred = predict(iris\_rpart, newdata = .)) %>%

{ table( .$Species, .$pred) }

##

## 1 2 3

## setosa 0 11 0

## versicolor 0 0 17

## virginica 5 0 5

**Notes**

* The cl\_predict() function in the clue package provides similar functionality.
* Beware of over-interpretation of clusters.

**Quiz**

**Question 1**

For this quiz we will be using several R packages. R package versions change over time, the right answers have been checked using the following versions of the packages.

AppliedPredictiveModeling: v1.1.6

caret: v6.0.47

ElemStatLearn: v2012.04-0

pgmm: v1.1

rpart: v4.1.8

gbm: v2.1

lubridate: v1.3.3

forecast: v5.6

e1071: v1.6.4

If you aren’t using these versions of the packages, your answers may not exactly match the right answer, but hopefully should be close.

Load the vowel.train and vowel.test data sets:

library(ElemStatLearn)

data(vowel.train)

data(vowel.test)

Set the variable y to be a factor variable in both the training and test set. Then set the seed to 33833. Fit (1) a random forest predictor relating the factor variable y to the remaining variables and (2) a boosted predictor using the “gbm” method. Fit these both with the train() command in the caret package.

What are the accuracies for the two approaches on the test data set? What is the accuracy among the test set samples where the two methods agree?

* RF Accuracy = 0.3233 GBM Accuracy = 0.8371 Agreement Accuracy = 0.9983
* RF Accuracy = 0.6082 GBM Accuracy = 0.5152 Agreement Accuracy = 0.6361
* RF Accuracy = 0.9987 GBM Accuracy = 0.5152 Agreement Accuracy = 0.9985
* RF Accuracy = 0.6082 GBM Accuracy = 0.5152 Agreement Accuracy = 0.5325

vowel.train %>%

mutate(y = factor(y)) ->

vowel.train

vowel.test %>%

mutate(y = factor(y)) ->

vowel.test

set.seed(33833)

**Question 2**

Load the Alzheimer’s data using the following commands:

library(caret)

library(gbm)

## Loaded gbm 2.1.5

set.seed(3433)

library(AppliedPredictiveModeling)

data(AlzheimerDisease)

adData = data.frame(diagnosis,predictors)

inTrain = createDataPartition(adData$diagnosis, p = 3/4)[[1]]

## Warning in seq.default(along = y): partial argument match of 'along' to

## 'along.with'

## Warning in seq.default(along = x): partial argument match of 'along' to

## 'along.with'

training = adData[ inTrain,]

testing = adData[-inTrain,]

Set the seed to 62433 and predict diagnosis with all the other variables using a random forest (“rf”), boosted trees (“gbm”) and linear discriminant analysis (“lda”) model. Stack the predictions together using random forests (“rf”). What is the resulting accuracy on the test set? Is it better or worse than each of the individual predictions?

* Stacked Accuracy: 0.80 is better than all three other methods
* Stacked Accuracy: 0.80 is better than random forests and lda and the same as boosting.
* Stacked Accuracy: 0.76 is better than random forests and boosting, but not lda.
* Stacked Accuracy: 0.76 is better than lda but not random forests or boosting.

**Question 3**

Load the concrete data with the commands:

set.seed(3523)

library(AppliedPredictiveModeling)

data(concrete)

inTrain = createDataPartition(concrete$CompressiveStrength, p = 3/4)[[1]]

## Warning in seq.default(0, 1, length = groups): partial argument match of

## 'length' to 'length.out'

## Warning in seq.default(along = y): partial argument match of 'along' to

## 'along.with'

## Warning in seq.default(along = x): partial argument match of 'along' to

## 'along.with'

training = concrete[ inTrain,]

testing = concrete[-inTrain,]

Set the seed to 233 and fit a lasso model to predict Compressive Strength. Which variable is the last coefficient to be set to zero as the penalty increases? (Hint: it may be useful to look up ?plot.enet).

* CoarseAggregate
* Cement
* Water
* Age

**Question 4**

Load the data on the number of visitors to the instructors blog from here:

<https://d396qusza40orc.cloudfront.net/predmachlearn/gaData.csv>

Using the commands:

library(lubridate) *# For year() function below*

##

## Attaching package: 'lubridate'

## The following object is masked from 'package:base':

##

## date

dat = read.csv("https://d396qusza40orc.cloudfront.net/predmachlearn/gaData.csv")

training = dat[year(dat$date) < 2012,]

testing = dat[(year(dat$date)) > 2011,]

tstrain = ts(training$visitsTumblr)

Fit a model using the bats() function in the forecast package to the training time series. Then forecast this model for the remaining time points. For how many of the testing points is the true value within the 95% prediction interval bounds?

* 94%
* 98%
* 96%
* 93%

**Question 5**

Load the concrete data with the commands:

set.seed(3523)

library(AppliedPredictiveModeling)

data(concrete)

inTrain = createDataPartition(concrete$CompressiveStrength, p = 3/4)[[1]]

## Warning in seq.default(0, 1, length = groups): partial argument match of

## 'length' to 'length.out'

## Warning in seq.default(along = y): partial argument match of 'along' to

## 'along.with'

## Warning in seq.default(along = x): partial argument match of 'along' to

## 'along.with'

training = concrete[ inTrain,]

testing = concrete[-inTrain,]

Set the seed to 325 and fit a support vector machine using the e1071 package to predict Compressive Strength using the default settings. Predict on the testing set. What is the RMSE?

* 35.59
* 6.72
* 6.93
* 107.44